http://maven.springframework.org/release/org/springframework/spring

<http://www.springbyexample.org/>

<http://www.springbyexample.org/examples/>

<https://github.com/spring-by-example/spring-by-example>

<http://www.tutorialspoint.com/spring/spring_transaction_management.htm>

<https://github.com/spring-projects/spring-petclinic/blob/master/src/main/java/org/springframework/samples/petclinic/repository/jdbc/JdbcPetRepositoryImpl.java>

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

<http://javarevisited.blogspot.sg/2013/03/5-good-books-to-learn-spring-framework-mvc-java-programmer.html>

5 books to learn Spring framework and Spring MVC for Java Programmers

Spring and Spring MVC is one of the most popular Java framework and most of new Java projects uses Spring these days. Java programmer often ask questions like *which books is good to learn Spring MVC* or *What is the best book to learn Spring framework* etc. Actually, there are many books to learn Spring and Spring MVC but only certain books can be considered good because of  there content, examples or the way they explained concept involved in Spring framework. Similar to  [Top 5 books on Java programming](http://javarevisited.blogspot.com/2013/01/top-5-java-programming-books-best-good.html) we will some good books on Spring in this article, which not only help beginners to start with Spring but also teaches some best practices. In order to learn a new technology or a new framework, probably best way is to start looking documentation provided and Spring Framework is no short on this. Spring  provides great, detailed documentation to use various features of Spring framework but despite of that nothing can replace a good book. Luckily both Spring and Spring MVC got couple of good titles which not only explains concepts like [Dependency Injection and Inversion of Control](http://javarevisited.blogspot.com/2012/12/inversion-of-control-dependency-injection-design-pattern-spring-example-tutorial.html) which is core to spring framework but also gives coverage to other important aspect of Spring. Following are some of the good books available on Spring and Spring MVC which can help you to learn Spring.

### Top 5 Books on Spring Framework and Spring MVC

Here is my list of top 5 books to learn Spring MVC and Spring framework. Let me know if you come across any other great book on Spring, which is worth adding into this list.

[**ExpertSpring MVC and Web Flow**](http://www.amazon.com/Expert-Spring-Flow-Experts-Voice/dp/159059584X?tag=javamysqlanta-20)

Expert Spring MVC and Web Flow by Seth Ladd, Darren Davison, Steven Devijver, Colin Yates is one of my favorite book on Spring MVC and arguably one of the best book in Spring MVC. It covers both Spring MVC and web flow in depth and explains each concept with simple explanation. I highly recommend this book to any beginner which is learning Spring MVC framework. There chapter on Spring fundamentals is also one of the best way to learn [dependency injection and inversion of control in Spring](http://javarevisited.blogspot.com/2012/12/inversion-of-control-dependency-injection-design-pattern-spring-example-tutorial.html) and I myself learned DI and IOC from that chapter. This is the Spring book I recommend to any Java web developer who is familiar with Java web technology or any MVC framework like Struts. Only missing point is that this book only covers Spring MVC and web flow and does not cover whole Spring framework. Also, in my opinion there chapter on Spring Fundamentals is one of the best way to start with Spring framework.

[**SpringRecipes – A problem solution approach**](http://www.amazon.com/Spring-Recipes-Problem-Solution-Approach-Experts/dp/1430224991?tag=javamysqlanta-20)

This is another good book on Spring Framework which I like most. This book is collection of Spring recipes or How to do in Spring Framework. In every Spring recipes you learn some new concept and it also helps to learn Spring fundamental e.g. there recipes help me to learn [when to use ApplicationContext and BeanFactory](http://javarevisited.blogspot.ca/2012/11/difference-between-beanfactory-vs-applicationcontext-spring-framework.html) and  [Constructor vs Setter Injection](http://javarevisited.blogspot.sg/2012/11/difference-between-setter-injection-vs-constructor-injection-spring-framework.html). Key highlight of this book is, It’s **problem solution approach**. Since it’s teaching style is different than any conventional book, it’s a good supplement along with Spring documentation. This books also provide excellent coverage of many spring technologies e.g. [Spring Security](http://javarevisited.blogspot.sg/2011/11/ldap-authentication-active-directory.html), Spring JDBC, Spring and [EJB](http://javarevisited.blogspot.com/2012/03/top-10-ejb-interview-question-and.html), JMX, Email and have a chapter on scripting as well. If you like books on problem solution approach than you will enjoy reading Spring Recipes, not the best book on Spring but still a good one and will definitely made to any list of *top 10 books on Spring framework*.

[**ProfessionalJava Development with the Spring Framework**](http://www.amazon.com/Professional-Java-Development-Spring-Framework/dp/0764574833?tag=javamysqlanta-20)

Main highlight of this book is that one of it’s author is [Rod Johnson](http://en.wikipedia.org/wiki/Rod_Johnson_%28programmer%29), who is also created Spring framework. So you get his view on Spring and How spring should be used used, what are best practices to follow on Spring e.g. [When to use Setter Injection and Constructor Injection](http://javarevisited.blogspot.com/2012/11/difference-between-setter-injection-vs-constructor-injection-spring-framework.html). This book provide good coverage of Spring framework including Spring core, Spring MVC, Spring ORM support etc. Also examples in this book is easy to understand and it also focus on [Unit tests](http://javarevisited.blogspot.com/2012/08/best-practices-to-write-junit-test.html) which is good practice. Though I don’t rate this book too high, like if your focus is Spring MVC than Expert Spring MVC and Web flow is the best Spring book to follow. If you are looking an overview on Spring features, than Spring Documentation is best book to read. As I said positive point of this book is knowing Spring from author Rod Johnson himself. Once you have basic knowledge of Spring framework, you can read this book to get authors view.

**Pro Spring 3.0**

Pro Spring is one of the best book to learn Spring Framework from start. This book is massive and tries to cover most of the Spring concept e.g. Spring fundamentals, [JDBC Support](http://javarevisited.blogspot.com/2012/06/jdbc-database-connection-pool-in-spring.html), Transaction support, Spring AOP, Spring Web MVC, Spring Testing etc. Good point about this book is that it’s conventional and easy to read, it explains concept, followed with good example, which is good way to learn. What is worrying is sheer size, I haven’t completed this book till date and only refer with some topic. Good point is that this book covers **Spring 3.1** which is the latest stable version. As I said this is one of the *most comprehensive book on Spring framework* and any one who wants to learn Spring framework by following just one book, Pro Spring 3.0 is a good choice.

**Spring Documentation**

Spring framework documentation is located on Springsource website, here is the link for Spring documentation for Spring framework 3.1 in HTML format [http://static.springsource.org/spring/docs/3.1.0.M2/spring-framework-reference/html/.](http://static.springsource.org/spring/docs/3.1.0.M2/spring-framework-reference/html/) Though this is not a book, Spring tutorials and Spring documentation are another two source of learning Spring framework, which I highly recommend. Main reason for that is they are free and highly comprehensive and has lot of examples to support various concept and feature. Also one of the **best part of reference documentation is that they are updated with the latest Spring release available**. Updating books with every new version of Spring is rather difficult than updating documentation. Spring documentation combine with any Spring book is best way to learn Spring framework. For learning Spring MVC, you can combine Spring documentation with earlier spring book, **Expert Spring MVC and Web Flow**.

### Spring in Action

Lots of my readers suggested  Spring in Action from manning, as one of the best book to learn Spring. Seems like a worth reading book. I have seen it's content briefly and it does cover both Spring and Spring MVC. So if you are looking for common book for complete Spring framework, Spring in Action is another one.

These are some of the best books to learn Spring framework and Spring MVC. Spring documentation is special  because of update and new releases of Spring Framework. Given popularity of Spring Framework for new Java development work, every Java developer should make effort to learn Spring framework.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

<http://java67.blogspot.sg/2012/08/spring-interview-questions-answers.html>

Spring MVC Framework Interview Questions Answers

**Spring Interview Questions Answers**  
Spring Interview Question is one of the first thing Java programmer should prepare before appearing on any Java or Spring interview. With growing popularity of Spring framework in Java world, [Interview questions on Spring](http://javarevisited.blogspot.sg/2011/09/spring-interview-questions-answers-j2ee.html) are getting more important day by day. For those who don't know, Spring framework is one of the most popular Java programming framework, which not only provided dependency Injection and Inversion of Control but also provides useful API to Java programmers. Spring framework is divided into many different modules e.g. Spring MVC, Spring Integration, Spring Batch, Spring LDAP, Spring Security and several other modules. Based upon your work experience, Interviewer can asked questions from core Spring or these modules. That's why, while preparing Spring interview question focus on Spring core, [Spring Security](http://javarevisited.blogspot.sg/2011/11/ldap-authentication-active-directory.html) and Spring API, these are main areas from where interviewer ask questions. If you have working experience in Spring based Java projects, you can easily answer most of these Spring questions asked in [Java interview](http://javarevisited.blogspot.sg/2011/04/top-20-core-java-interview-questions.html), but if you don't have any prior experience and just learning Spring, you need to not only prepare answers of these Spring questions but also some follow-up questions, which may stem from your answers.

## Spring Questions and Answers

[![Spring Framework Interview Question Answers | Spring MVC FAQ](data:image/png;base64,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)](http://4.bp.blogspot.com/-Uv_sJCDUbRw/UCOoHFznRsI/AAAAAAAAAck/prQO446sWAg/s1600/spring_thumbnail.PNG)Anyway let's see frequently asked questions on Spring framework on Java interviews :  
 **1) What is spring framework? Why Java programmer should use Spring framework**  
Very common Spring interview question, Spring is a framework which helps Java programmer in development. Spring provides dependency Injection and IOC container, Spring MVC flow and several useful API for Java programmer.  
 **2) What is default scope of bean in Spring framework ?**  
default scope of bean is [Singleton](http://javarevisited.blogspot.sg/2011/03/10-interview-questions-on-singleton.html), you can read this article which explains about all possible scope of a spring bean : [What is bean scope in Spring](http://javarevisited.blogspot.sg/2012/05/what-is-bean-scope-in-spring-mvc.html)  
  
**3) Does Spring singleton beans are thread-safe ?**  
No, Spring singleton beans are not thread-safe. Singleton doesn't mean bean would be [thread-safe](http://javarevisited.blogspot.sg/2012/01/how-to-write-thread-safe-code-in-java.html).  
  
**4) What is dependency Injection?**  
Dependency Injection is one of the design pattern, which allows to inject dependency on Object, instead of object resolving dependency.  
  
5) What is Inversion of Control concept, how does Spring support IOC?  
  
6) What is Spring MVC ? Can you explain How one request is processed ?  
  
7) How to you create controller in Spring ?  
  
  
**8) What is view Resolver pattern ? how it work in Spring MVC**  
View Resolver patter is a J2EE pattern which allows a web application to dynamically choose it's view technology e.g. HTML, JSP, Tapestry, JSF, XSLT or any other view technology. In this pattern, View resolver holds mapping of different views, controller return name of view, which is than passed to View Resolver for selecting appropriate view.Spring MVC framework supplies inbuilt view resolver for selecting views.  
  
  
**9) What is Spring Security ?**  
Spring security is a project under spring framework umbrella, which provides support for security requirements of enterprise Java projects. Spring Security formerly known as aegis security provides out of box support for creating login screen, remember me cookie support, securing URL, authentication provider to authenticate user from database, LDAP and in memory, concurrent active session management support and many more. In order to use Spring security in a Spring MVC based project, you need to include spring-security.jar and configure it in application-Context-security.xml file, you can name it whatever you want, but make sure to supply this to ContextLoaderListener, which is responsible for creating Spring context and initializing dispatcher servlet.  
  
**10) How do you control concurrent Session on Java web application using Spring Security.**  
You can use Spring Security to control number of active session in Java web application. Spring security framework provides this feature out of box and when enabled , a user can only have one active session at a time. See this Spring Security example to learn more about [How to control concurrent user session using Spring security](http://javarevisited.blogspot.sg/2012/03/spring-security-example-tutorial-how-to.html)  
  
 **11) What types of dependency injection is supported by Spring Framework? When do you use Setter and Constructor Injection, pros and cons?**  
There are 2 types of dependency injection supported by Spring, constructor based injection and setter based injection. Both types have their own advantages and disadvantages, you should use Constructor injection when object's dependencies are not optional and they must be initialized with their dependencies. Also use constructor injection if order of initialization or dependency matters because in Setter based injection you cannot impose any order. Use setter injection when dependencies are optional. See [difference between setter and constructor injection in Spring](http://javarevisited.blogspot.sg/2012/11/difference-between-setter-injection-vs-constructor-injection-spring-framework.html) for more detailed answer.  
  
  
12) What is difference between ApplicationContext and BeanFactory in Spring framework?  
  
13) How do you call stored procedure by using Spring framework?  
  
14) What does JdbcTemplate and JmsTemplate class offer in Spring?  
  
15) Can we use more than one configuration file for our Spring project?  
  
16) Explain Spring MVC flow with a simple example e.g. starting from Container receives request and forward to your Java application ?  
  
17) What is difference in Spring MVC and Spring core?  
  
18) Can you use Spring MVC framework along with Struts ? I have an existing Java MVC application which is based in Struts, Can I migrate that to use Spring MVC ? How ?  
  
19) What is advantage of Spring MVC framework over Struts 1.0 or Struts 2.0 ? is it worth to convert an existing Struts application to Spring MVC ?  
  
20) How does Spring resolves view returned by ModelAndView class ?  
  
Some Spring MVC questions are tricky e.g. Struts and Spring integration and can be only answered by experienced Java program with 2 to 4 year experience in Spring MVC framework.  
  
**21) IF User checked in CheckBox and got validation error on otherfields and than he unchecked the CheckBox, what would be selection status in command object in Spring MVC ? How do you fix this issue?**  
Since during HTTP post, if checkbox is unchecked than HTTP does include a request parameter for checkbox, which means updated selection won't be picked up. you can use hidden form field, starting with \_ to fix this in Spring MVC. quite tricky question to answer if you are not aware of HTTP POST behavior and Spring MVC.  
  
**22) What are different implementation of View interface you have used in Spring MVC?**  
ULBased View e.g. JSP , JSTLView,  
  
**23) How to escape HTML special characters using Spring MVC?**  
There are some methods in Spring tag library, can't remember now.  
  
These were some of the **Core Spring framework and MVC Interview questions** from my collection, I have given short answers for most of these Spring interview question. I suggest to research more or read along those Spring question to prepare for follow up Spring interview questions.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

http://javarevisited.blogspot.sg/2011/09/spring-interview-questions-answers-j2ee.html

Top 10 Spring Interview Questions Answers J2EE

**Spring framework interview questions** is in rise on J2EE and core Java interviews,  As Spring is the best framework available for Java application development and now *Spring IOC container* and Spring MVC framework are used as de-facto framework for all new Java development. With this popularity interview questions from spring framework is top on any list of  core Java Interview questions. I thought to put together some spring interview questions and answers which has appeared on many Java and J2EE interviews and useful for practicing before appearing on any Java Job interview. This list of Spring interview questions and answers contains questions from Spring fundamentals e.g. Spring IOC and [dependency Injection](http://javarevisited.blogspot.sg/2012/06/20-design-pattern-and-software-design.html), **Spring MVC framework**, Spring Security, Spring AOP etc, because of length of this post I haven't included Spring interview questions from Spring JDBC and JMS which is also a popular topic in core Java and [J2EE interviews](http://javarevisited.blogspot.sg/2011/09/servlet-interview-questions-answers.html). I suggest to prepare those as well. Any way these Spring questions are not very difficult and based on fundamentals e.g. [What is default scope of Spring bean](http://javarevisited.blogspot.sg/2012/05/what-is-bean-scope-in-spring-mvc.html) and mostly asked during first round or telephonic round of Java interview. Although you can find answers of these **Spring interview questions** by doing Google but I have also included some answers for quick reference. As I said Spring  and Spring MVC is fantastic Java framework and if you are not using it than start using it, these questions will give you some head start as well.

## Top Spring Interview Questions and Answers

Now let’s start with questions, these **Spring interview Questions** are not very tricky or tough and based upon primary concepts of spring framework. If you are developing application using Spring framework than you may be, already familiar with many of these Java and Spring interview questions and answers. Nevertheless it’s a good recap before appearing to any Spring and Java interview.  
  
  
**Spring Security Interview questions Answer**   
Some of the reader requested to provide Spring Security interview questions and answer, So i though to update this article with few of Spring security question I came across. Here are those:  
  
**How do you setup LDAP Authentication using Spring Security?**  
This is a very popular Spring Security interview question as Spring provides out of the box support to connect Windows Active directory for LDAP authentication and with few configuration in Spring config file you can have this feature enable. See [How to perform LDAP authentication in Java using Spring Security](http://javarevisited.blogspot.sg/2011/11/ldap-authentication-active-directory.html) for detailed code explanation and sample.  
  
**How do you control concurrent Active session using Spring Security?**  
Another Spring interview question which is based upon Out of box feature provided by Spring framework. You can easily control How many active session a user can have with a Java application by using Spring Security. See this spring security example of [how to control concurrent session in Java and Spring](http://javarevisited.blogspot.sg/2012/03/spring-security-example-tutorial-how-to.html) for exact details.

**Question1: What is IOC or inversion of control?**

Answer: This *Spring interview question* is first step towards Spring framework and many interviewer starts Spring interview from this question. As the name implies **Inversion of control** means now we have inverted the control of creating the object from our own using new operator to container or framework. Now it’s the responsibility of container to create object as required. We maintain one xml file where we configure our components, services, all the classes and their property. We just need to mention which service is needed by which component and container will create the object for us. This concept is known as **dependency injection** because all object dependency (resources) is injected into it by framework.

Example:

  <bean id="createNewStock" class="springexample.stockMarket.CreateNewStockAccont">   
        <property name="newBid"/>

  </bean>

In this example CreateNewStockAccont class contain getter and setter for newBid and container will instantiate newBid and set the value automatically when it is used. This whole process is also called wiring in Spring and by using annotation it can be done automatically by Spring, refereed as auto-wiring of bean in Spring.

**Question 2: Explain Bean-LifeCycle.**

Ans: Spring framework is based on IOC so we call it as IOC container also So Spring beans reside inside the IOC container. Spring beans are nothing but Plain old java object (POJO).

Following steps explain their life cycle inside container.

1. Container will look the bean definition inside configuration file (e.g. bean.xml).

2 using reflection container will create the object and if any property is defined inside the bean definition then it will also be set.

3. If the bean implements the BeanNameAware interface, the factory calls setBeanName() passing the bean’s ID.  
4. If the bean implements the BeanFactoryAware interface, the factory calls setBeanFactory(), passing an instance of itself.  
5. If there are any BeanPostProcessors associated with the bean, their post- ProcessBeforeInitialization() methods will be called before the properties for the Bean are set.

6. If an init() method is specified for the bean, it will be called.  
7. If the Bean class implements the DisposableBean interface, then the method destroy() will be called when the Application no longer needs the bean reference.

8. If the Bean definition in the Configuration file contains a 'destroy-method' attribute, then the corresponding method definition in the Bean class will be called.

**Question 3: what is Bean Factory, have you used XMLBeanFactory?**

Ans: BeanFactory is factory Pattern which is based on IOC [design principles](http://javarevisited.blogspot.sg/2012/03/10-object-oriented-design-principles.html).it is used to make a clear separation between application configuration and dependency from actual code.

XmlBeanFactory is one of the implementation of bean Factory which we have used in our project.

**org.springframework.beans.factory.xml.XmlBeanFactory is used to create bean instance defined in our xml file.**

BeanFactory factory = new XmlBeanFactory(new FileInputStream("beans.xml"));

Or

ClassPathResource resorce = new ClassPathResource("beans.xml");   
XmlBeanFactory factory = new XmlBeanFactory(resorce);

**Question 4: What are the difference between BeanFactory and ApplicationContext in spring?**

Answer : This one is very popular spring interview question and often asks in entry level interview. ApplicationContext is preferred way of using spring because of functionality provided by it and interviewer wanted to check whether you are familiar with it or not.

|  |  |
| --- | --- |
| **ApplicationContext.** | **BeanFactory** |
| Here we can have more than one config files possible | In this only one config file or .xml file |
| Application contexts can publish events to beans that are registered as listeners | Doesn’t support. |
| Support internationalization (I18N) messages | It’s not |
| Support application life-cycle events, and validation. | Doesn’t support. |
| Support  many enterprise services such JNDI access, EJB integration, remoting | Doesn’t support. |

**Question 5: What are different modules in spring?**

Answer : spring have seven core modules

1.      The Core container module

2.      Application context module

3.      AOP module (Aspect Oriented Programming)

4.      JDBC abstraction and DAO module

5.      O/R mapping integration module (Object/Relational)

6.      Web module

7.      MVC framework module

**Question 6: What is difference between singleton and prototype bean?**

Ans: This is another popular *spring interview questions* and an important concept to understand. Basically a bean has scopes which defines their existence on the application

**Singleton:** means single bean definition to a single object instance per Spring IOC container.  
**Prototype**: means a single bean definition to any number of object instances.

Whatever beans we defined in spring framework are singleton beans. There is an attribute in bean tag named ‘singleton’ if specified true then bean becomes singleton and if set to false then the bean becomes a prototype bean. By default it is set to true. So, all the beans in spring framework are by default singleton beans.

  <bean id="createNewStock"     class="springexample.stockMarket.CreateNewStockAccont" **singleton=”false”**>   
        <property name="newBid"/>   
  </bean>

**Question 7: What type of transaction Management Spring support?**

Ans: This spring interview questions is little difficult as compared to previous questions just because **transaction management** is a complex concept and not every developer familiar with it. Transaction management is critical in any applications that will interact with the database. The application has to ensure that the data is consistent and the integrity of the data is maintained.  Two type of transaction management is supported by spring

1. Programmatic transaction management

2. Declarative transaction management.

**Question 8: What is AOP?**

Answer : The core construct of AOP is the aspect, which encapsulates behaviors affecting multiple classes into reusable modules. AOP is a programming technique that allows developer to modularize crosscutting concerns,  that cuts across the typical divisions of responsibility, such as **logging and transaction management.** Spring AOP, aspects are implemented using regular classes or regular classes annotated with the @Aspect annotation

**Question 9: Explain Advice?**

Answer: It’s an implementation of aspect; advice is inserted into an application at join points. Different types of advice include “around,” “before” and “after” advice

**Question 10: What is joint Point and point cut?**

Ans: This is not really a spring interview questions I would say an AOP one.  Similar to [Object oriented programming](http://javarevisited.blogspot.sg/2012/03/10-object-oriented-design-principles.html), AOP is another popular programming concept which complements OOPS. Join point is an opportunity within code for which we can apply an aspect. In Spring AOP, a join point always represents a method execution.

**Pointcut**: a predicate that matches join points. A point cut is something that defines at what join-points an advice should be applied

These spring interview Questions and answers are not very difficult and focused on spring fundamentals rather than focusing on advanced feature of session management, spring security, authentication etc. we will cover of those question on some other interview article. I would also suggest that share some spring questions asked to you guys during interview and than I can put together those with there answers for quick reference of everybody.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

<http://javarevisited.blogspot.com/2012/12/inversion-of-control-dependency-injection-design-pattern-spring-example-tutorial.html>

Inversion of Control and Dependency Injection design pattern with real world Example - Spring tutorial

Inversion of Control and Dependency Injection is a core design pattern of Spring framework. IOC and DI design pattern is also a popular [design pattern interview question in Java](http://javarevisited.blogspot.sg/2012/06/20-design-pattern-and-software-design.html). As name suggest Inversion of control pattern Inverts responsibility of managing life cycle of object e.g. creating object, setting there dependency etc from application to framework, which makes writing Java application even more easy. Programmer often confused between IOC and DI, well both words used interchangeably in Java world but **Inversion of Control** is more general concept and **Dependency Injection** is a concrete design pattern. Spring framework provides two implementation of IOC container in form of [Application Context and BeanFactory](http://javarevisited.blogspot.ca/2012/11/difference-between-beanfactory-vs-applicationcontext-spring-framework.html) which manages life-cycle of bean used by Java application. As you may know necessity is mother of invention, it benefit to first understand problem solved by IOC and Dependency Injection design pattern. This makes your understanding more clear and concrete. We have touched basics of Dependency Injection and Inversion of control in our article [10 OOPS and SOLID design principles for Java programmer](http://javarevisited.blogspot.de/2012/03/10-object-oriented-design-principles.html) and this Java article tries to explain it by taking a real life example of Service based architecture popular in enterprise Java development. In this Spring or design pattern tutorial we will first see normal implementation of AutditService class, a class in this example which provides auditing in enterprise Java application and than use of dependency Injection. This will allow us to find out problems and how they are solved by *Dependency injection design pattern*. . Also there are multiple way to inject dependency in spring e.g. Setter Injection or Constructor Injection, which uses setter method and constructor for injecting dependency, see [Setter injection vs Constructor injection](http://javarevisited.blogspot.sg/2012/11/difference-between-setter-injection-vs-constructor-injection-spring-framework.html)  to find out when to use them.

## Inversion of Control and Dependency Injection design pattern

Any way let’s back to core *concept of Inversion of Control and dependency Injection* design pattern. Look at below implementation of an AuditService whose job is to store every audit messages into database. This is one of the simplest kind of auditing Service required in Enterprise Java application.

/\*\*  
 \* Java Service class which provides auditing functionality by storing  
 \* auditing message into persistent.  
 \*/   
**public** **class** AuditServiceImpl **implements** AuditService{  
  
    **private** AuditDAO auditDao = **new** AuditDAO();  
        
    @**Override**  
    **public** **boolean** audit (**String** message) {  
       **return** auditDao.store(message);  
    }  
    
}

In first glance this implementation looks perfect but there are three major problem with this implementation:

1) Every AuditServiceImpl has its **own copy of AuditDAO** which is an **expensive** object as it wraps a [database connection](http://javarevisited.blogspot.sg/2012/06/jdbc-database-connection-pool-in-spring.html) with in. It make no sense to create separate instances of AuditDAO, if you can share one between multiple AuditService.

2) AuditServiceImpl is **closely coupled with AuditDAO** as its creating instance of AuditDAO using new() operator. If you change the [constructor](http://javarevisited.blogspot.sg/2012/12/what-is-constructor-in-java-example-chainning-overloading.html) of AuditDAO this code will be broken. Because of this coupling its difficult to replace AuditDAO with better implementation.

3) There is **no easy way to test audit()** method which is **dependent on auditDAO**. Since you can not mock AuditDAO you have to rely on actual implementation and if AuditDAO is an environmental dependent object which it is as it connect to different database on different environment, your [Junit test](http://javarevisited.blogspot.sg/2012/08/best-practices-to-write-junit-test.html) case may pass in some environment and may fail in other environment.

## What is Dependency Injection concept:

Dependency Injection is a design pattern on which dependency of object (in this case AuditDAO is a dependency for AuditServiceImpl Object) is injected by framework rather than created by [Object](http://javarevisited.blogspot.ca/2012/12/what-is-object-in-java-or-oops-example.html) itself. Dependency Injection reduces coupling between multiple object as its dynamically injected by framework. One of the implementation of DI is Inversion of Control (IOC) on which framework like Spring controls object’s dependency. There are mainly two types of Dependency Injection: [Constructor Injection and Setter Injection](http://javarevisited.blogspot.sg/2012/11/difference-between-setter-injection-vs-constructor-injection-spring-framework.html).

In Constructor Injection, dependency of Object is injected using [constructor](http://javarevisited.blogspot.sg/2012/12/what-is-constructor-in-java-example-chainning-overloading.html), while in Setter Injection, Dependency is provided by [setter method](http://javarevisited.blogspot.sg/2012/12/getter-and-setter-method-vs-public-modifier-field-java.html). Both has there pros and cons. Constructor DI allows object to be created in complete state and follows principle of fully functional object while Setter DI allows object to be created without its dependency. which may result in **incomplete object** if dependency is not available. This answers one of the famous [spring interview question](http://javarevisited.blogspot.sg/2011/09/spring-interview-questions-answers-j2ee.html) "when do you use Setter injection and Constructor Injection in Spring". Another benefit of Setter Dependency Injection is readability, since Spring is configured with **xml configuration file** and setter injection is provided with bean property which is much easier to read and understand than constructor injection which doesn't state the property.

**AuditServiceImpl written using Dependency Injection**

Now we will see How Dependency Injection solves all three problems we have listed with above implementation of AuditService. here is a new implementation of AuditService with setter dependency injection.

**public** **class** AuditServiceImpl **implements** AuditService{  
  
    **private** AuditDAO auditDao;  
  
    **public** **void** setAuditDao(AuditDAO AuditDao) {  
        **this**.AuditDao = AuditDao;  
    }  
    
    @**Override**  
    **public** **boolean** audit (**String** message) {  
       **return** auditDao.store(message);  
    }  
    
}

1. Since AuditDAO is injected here its possible to share single AuditDAO (an expensive object) between multiple AuditService.

2. Since AuditServiceImpl is not creating instance of AuditDAO its no more coupled with AuditDAO and work with any implementation of AuditDAO, thanks to another famous object oriented design principle [“program for interface than implementation"](http://javarevisited.blogspot.de/2012/03/10-object-oriented-design-principles.html).

3. Because AuditDAO is injected by DI at runtime its easy to test audit() method by providing a mock AuditDAO class. This not only makes testing easier but also independent of environmental changes as you are not using actual implementation of AuditService.

This was the exact way I learn **Dependency Injection** and **Inversion Of Control design principles**. It always help first to understand problem and than solution to related each other. From above learning we can easily derive *advantages or benefits of Dependency Injection* in Java application:

**1) Reduce coupling**

both constructor and setter dependency injection reduce coupling. like in above example coupling between AuditService and AuditDAO is reduced by using Dependency Injection.

**2) Improves testability**

Dependency Injection allows to replace actual object with mock object which improves testability by writing simple JUnit tests which uses mock object.

**3) Flexibility**

This is another advantage which comes as side benefit of reduced coupling, because of DI you can replace non performance implementation with better one later.

That’s all on **What is Inversion of control and Dependency Injection design pattern**. We have tried to learn this pattern with a real life example and compares a class which is written using principle of IOC and DI and without that. IOC and DI easily bring quality in coding. We have seen clear benefits in terms of reduce coupling, improved testability and Flexibility to change implementation. It’s always good to write code which follows principle of Inversion of Control and dependency Injection and Spring framework by default ensures that.

Other **design pattern and Spring tutorials** from Javarevisited

[Decorator design pattern in Java with real life example](http://javarevisited.blogspot.sg/2011/11/decorator-design-pattern-java-example.html)

[How to implement LDAP authentication in Java using Spring security](http://javarevisited.blogspot.de/2011/11/ldap-authentication-active-directory.html)

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

<http://javarevisited.blogspot.sg/2012/05/what-is-bean-scope-in-spring-mvc.html>

What is Bean scope in Spring MVC framework with Example

**Bean scope in Spring framework** or Spring MVC are scope for a bean managed by **Spring IOC container**. As we know that Spring is a framework which is based on **Dependency Injection** and **Inversion of Control** and provides bean management facilities to Java application. In Spring managed environment bean (Java Classes) are created and wired by Spring framework. Spring allows you to define how those beans will be created and scope of bean is one of those details. This Spring tutorial is next on my earlier post on Spring like [how to implement LDAP authentication using Spring security](http://javarevisited.blogspot.com/2011/11/ldap-authentication-active-directory.html) and  [How to limit number of user session in web application](http://javarevisited.blogspot.com/2012/03/spring-security-example-tutorial-how-to.html), if you haven’t read them already you may find them useful.

In spring framework bean declared in ApplicationContext.xml can reside in five scopes:

1) Singleton (default scope)

2) prototype

3) request

4) session

5) global-session

Singleton and prototype are two common bean scope which is available on all Spring Application Context while request, session and global session bean scope are only available on Web aware application Context like WebApplicationContext.

[![bean scope in Spring 2.5 and spring 3.0](data:image/jpeg;base64,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)](http://javarevisited.blogspot.com/2011/11/struts-interview-questions-answer-j2ee.html)**Singleton bean scope is default scope for bean** declared in Spring and applicable when you don't specify scope attribute while specifying bean details in ApplicationContext.xml or Spring configuration file. Singleton bean scope is like [Singleton pattern in Java](http://javarevisited.blogspot.com/2011/03/10-interview-questions-on-singleton.html) where only one instance of bean is created per Spring container. So no matter how many times you call getBean() method, **same bean instance** will be returned if its bean scope is declared as Singleton. While in case of prototype bean scope, every getBean() call creates a new instance of Spring bean. [Difference between Singleton and prototype bean scope](http://javarevisited.blogspot.com/2011/09/spring-interview-questions-answers-j2ee.html) is also a popular Spring question.

On the other hand **request bean scope** allows each HTTP request to have its own instance of bean created and supplied by Spring framework, while Session bean scope allows Web application to have bean instance per session basis. both of these bean scope are available on WebApplicationContext or any web aware application context. Last one which is **global session bean scope** is only applicable on *portlet* aware bean scope and allows bean instance per global session. In short Singleton vs prototype is an important which clearly segregate one instance to multiple instances of bean.

## How to specify Bean Scope in Spring Framework

In order to specify bean scope you can either use Annotation on Spring or you can define it on Application Context, for example in below Spring configuration file AuditService is configured as Singleton using singleton bean scope and PaymentService as prototype bean scope.

//bean configured on singleton bean scope  
**<bean** id="auditService" class="com.sample.service.impl.AuditServiceImpl"  scope="singleton"**/>**

Since singleton is also default scope in spring framework, following declaration is exactly same and creates bean on singleton scope.

**<bean** id="auditService" class="com.sample.service.impl.AuditServiceImpl" **/>**

Though I prefer explicit declaration to make bean scope loud and clear. Now every time you call getBean("auditService") it will return same instance of AuditService.

AuditService auditService = ApplicationContext.getBean("auditService");

//bean configured on prototype bean scope  
**<bean** id="auditService" class="com.sample.service.impl.AuditServiceImpl"  scope="prototype"**/>**

In case of prototype beans cope every call to getBean("auditServie") will return different instance of AuditServiceImpl class. If you want to use **Annotation to define bean scope** than you can use @Scope("singleton") or @Scope("prototype") on Bean class. you will also need to enable component scanning in Order to let Spring knows about bean scope. which you can do it spring 2.5 as <context:component-scan base-package="com.sample.service.impl" />. Bean scope has not been changed from various spring version and so far two most used spring version spring 2.5 and spring 3.0 has only five bean scope.

Bean Scope in Spring 2.5 and Spring 3.0 is similar, all default scopes are still supported in spring 3.0 with addition of few new scopes like thread scope or [SimpleThreadScope](http://static.springsource.org/spring/docs/3.0.x/javadoc-api/org/springframework/context/support/SimpleThreadScope.html) which is a scope backed by thread. You can also register your own custom scope using CustomScopeConfigurer utility., there is no new scope for bean is introduced on spring 3.0

That’s about what is bean scope in Spring framework. Since bean creation is managed by Spring IOC container its worth remember that how to specify scope for a particular Bean and what is default scope of Bean which is Singleton to avoid any assumption and code accordingly.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

<http://javarevisited.blogspot.sg/2012/03/spring-security-example-tutorial-how-to.html>

Spring Security Example Tutorial - How to limit number of User Session in Java J2EE

**Spring security** can limit number of session a user can have. If you are developing web application specially **secure web application** in Java J2EE then you must have come up with requirement similar to online banking portals have e.g. **only one session per user** at a time or **no concurrent session per user**. You can also implement this functionality without using spring security but with Spring security its just piece of cake with coffee :). **Spring Security** provides lots of Out of Box functionality a secure enterprise or web application needed like authentication, authorization, session management, password encoding, secure access, session timeout etc. In our spring security example we have seen [how to do LDAP Authentication in Active directory using spring security](http://javarevisited.blogspot.com/2011/11/ldap-authentication-active-directory.html) and in this spring security example we will see how to limit number of session user can have in Java web application or restricting concurrent user session.

## Spring Security Example: Limit Number of User Session

[![spring security example - limit number of session in java J2EE](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/4QBgRXhpZgAASUkqAAgAAAACADEBAgAHAAAAJgAAAGmHBAABAAAALgAAAAAAAABHb29nbGUAAAMAAJAHAAQAAAAwMjIwAqAEAAEAAAAyAAAAA6AEAAEAAAAyAAAAAAAAAP/bAEMACgYGBwcHCggICg4KCAoOEQ0KCg0REw8PEA8PExYREhISEhEWExYXGBcWEx0dHx8dHSkoKCgpKysrKysrKysrK//bAEMBCwoKDw4PFxERFxkUEhQZHx0dHR0fIx8fHx8fIyYiICAgICImJCUjIyMlJCgoJiYoKCsrKysrKysrKysrKysrK//AABEIADIAMgMBEQACEQEDEQH/xAAbAAABBQEBAAAAAAAAAAAAAAADAAIEBQcBBv/EADIQAAIBAgMEBwkAAwAAAAAAAAECAwAEBRESExQhURUiMjNykrEjJTFBUlNhcZEkY3P/xAAaAQABBQEAAAAAAAAAAAAAAAAGAAECAwQF/8QAMREAAQMCBAMGBQUBAAAAAAAAAQACEQMEEhMhURQxcSIjQWFykQUkMkKBNFKhwdHh/9oADAMBAAIRAxEAPwDS7jFnSZ11dkkVz6lyQ4jYrdTtgWg7ofTD/WahxZ3U+FGyXTD/AFn+0/FHdLhRsu9LyZZ6jkfzypcU6JlNwwmIXOmH+s/2m4o7p+FGyRxmT6zT8UUxtQruM6o1Y/EgE10lzl4vFZ9N/cDk5oduqneu6ohtac0m9FG3mqMxX5aNZ/5MugvoVVLu3JV4mrKXbMTGkqqr2BMTOn5R8SlSHZxAFeqGVeQbjmT8yf5V1w4NgeSptmF0nzhQt5rLmrXlpC5qTamqZ1PRe9g7pPCPSidDKz3HJCMUuv8Aq1CV67v3+pFdk3uGdFD2xrNiWnCrDD0jkj2kTutyh63YyyPJSy5jnW23aCJBOMLDcuIMOAwHqiYhtGW3Rjq2Y0ICUXhnnxIdiAKlXnsiZjp/qjQI7RGk6+P+KvuniWd1gbVCD1WNY6pGI4fpWykHFgx6OQxKdQ/dM12o6qTm6HotPh7pPCPSjRBqznHh73uhzlNB97+of6kW2R+Xb6UXFcFNrdRwWoecvGshGXHj+qtuLTA9oZ25Eqq3vMbC58NgwpEZ3eYJus1rK4yEQUSqwH4dTnVjewfocw+/9KlwxtnG14HidD/BTJmt7xtJEsjRZkosarkB8cwqrTPcypzkxsITsD6X7Ri3P/VA6OvJQ00NvJsPiG0/KsuRUOoaYWwXNMaOcMSG1tNFs2dchJ2ahgc1wndTzWvDo8AtPh7pPCPSjVBqz/HU97XB/wBlBl6fmX+pFNk7uG9FdX9tLLf7VbhraKG0RppE7Wn8V1q1F7qgLThDaY5LmMqhtKMIcTUMSmT3SR4bZ3UcksuzuerLL29Pz48qd9SKTHyT2vFRp0y572wBLeQT722XDukr1eC3EaiH8mTiaVWiKOY8feBHVSp1M3Kpn7CZ/CZh0LWV1aQXF5OZ2AKwp3QU/I09vTeyA5x1Ubio1+ItYIVJewjpKcDgBKTl+jXIrkmuRsV1aJigPMLQ4e6Twj0oyQsvFYlFG+MS7Y6IjJ1mAzyFBlxh4x+PRuMoit3kW4w6mE+7xeY3zXFp1I9Ai0sM9SrzFW3PxM5nd/SBChStRl4X85lRrq+vLuPZTtqjz1BQoAH8rHWvX1BB0AV9KgymZbzXLi8vLmGOCZ9UUXYGVPUvqj2hpOgSZQYxxcOZRVxfEgqKJBnH2X0gtlyzqxvxOoI8lXwlLXzUX2jzGRuLscyf3WbNL6k+JKvOFrI8AFoUPdJ4R6UfIWQJbeFmzaNSeZApCm3YJsRjmm7rb/aTyills2HsnL3TzKW62/2k8opZbNh7Jsbtylutv9pPKKWWzYeyWN25S3W3+0nlFLLZsPZLGdyura2+Y9knlFI02bD2Thx3UmoJL//Z)](http://2.bp.blogspot.com/-wrzDeQGAe1I/TWu8pLuLr4I/AAAAAAAAADE/V017G-6Q61w/s1600/java_logo_50_50.jpg)As I said it’s simple and easy when you use spring security framework or library. In fact is all declarative and no code is require to enable **concurrent session disable functionality**. You will need to include following xml snippet in your *Spring Security Configuration file* mostly named as applicaContext-security.xml. Here is sample **spring security Example** of limiting user session in Java web application:

**<session-management** invalid-session-url="/logout.html"**>**  
    **<concurrency-control** max-sessions="1" error-if-maximum-exceeded="true" **/>**  
**</session-management>**

As you see you can **specify how many concurrent session per user is allowed**, most secure system like online banking portals allow just one authenticate session per user. You can even specify a URL where user will be taken if they submit an invalid session identifier can be used to detect session timeout. Session-management element is used to capture session related stuff. Max-session specify how many concurrent authenticated session is allowed and if error-if-maximum-exceeded set to true it will flag error if user tries to login into another session.

### Dependency

This code has dependency on spring-security framework. You need to download spring security jar like spring-security-web-3.1.0.jar and add into [application classpath](http://javarevisited.blogspot.com/2011/01/how-classpath-work-in-java.html).

This **simple example of spring security** shows power of spring security, a small piece of xml snippet can add very useful and handy **security feature** in your Java web application. I recommend using spring security for your new or existing Java web application created using Servlet JSP.

That’s all on how to limit number of user session using [spring security](http://static.springsource.org/spring-security/site/) in Java web application. Let me know if you face any issue while implementing this security feature in your project.

Other **Java tutorials** you may like

[Top 10 Spring question and answer asked in Interview](http://javarevisited.blogspot.com/2011/09/spring-interview-questions-answers-j2ee.html)

[Top 10 Struts interview question and answer for Beginners and Intermediate Java programmer](http://javarevisited.blogspot.com/2011/11/struts-interview-questions-answer-j2ee.html)

[How to add certificate in keystore in Java – Example Tutorial](http://javarevisited.blogspot.com/2012/03/add-list-certficates-java-keystore.html)

[How to setup error page in JSP – Example Tutorial](http://javarevisited.blogspot.com/2012/01/error-page-in-java-web-application.html)

[Top 10 EJB Interview question and answer](http://javarevisited.blogspot.com/2012/03/top-10-ejb-interview-question-and.html)

[Difference between truncate and delete in SQL](http://javarevisited.blogspot.com/2011/10/how-to-use-truncate-and-delete-command.html)

[How to manage transaction in database](http://javarevisited.blogspot.com/2011/11/database-transaction-tutorial-example.html)
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<http://javarevisited.blogspot.sg/2012/11/difference-between-setter-injection-vs-constructor-injection-spring-framework.html>

Difference between Setter vs Constructor Injection in Spring

**Spring Setter vs Constructor Injection**

Spring supports two types of dependency Injection, using setter method e.g. setXXX() where XXX is dependency or via constructor argument. First way of dependency injection is known as **setter injection** while later is known as **constructor injection**. Both approaches of Injecting dependency on Spring bean has there pros and cons, which we will see in this Spring framework article. *Difference between Setter Injection and Constructor Injection in Spring* is also a popular [Spring framework interview question](http://javarevisited.blogspot.sg/2011/09/spring-interview-questions-answers-j2ee.html).Some time interviewer also ask as When do you use Setter Injection over Constructor injection in Spring or simply benefits of using setter vs constructor injection in Spring framework. Points discussed in this article not only help you to understand Setter vs Constructor Injection but also Spring's dependency Injection process. By the way if you are new in Spring framework and learning it, you may want to take a look at my list of [5 good books to learn Spring framework](http://javarevisited.blogspot.sg/2013/03/5-good-books-to-learn-spring-framework-mvc-java-programmer.html). That will certainly help on  your learning process. Since Spring is now a must have skill for Java programmers, it worth putting time and effort to learn this powerful framework

## Difference between Setter and Constructor Injection in Spring framework

As I said earlier Spring supports both setter and constructor Injection which are two standard way of injecting dependency on beans managed by IOC constructor. Spring framework doesn't support Interface Injection on which dependency is injected by implementing a particular interface. In this section we will see couple of difference between setter and constructor Injection, which will help you decide when to use setter Injection over constructor Injection in Spring and vice-versa.

1) Fundamental difference between setter and constructor injection, as there name implies is How dependency is injected. Setter injection in Spring uses setter methods like setDependency() to inject dependency on any bean managed by Spring's IOC container. On the other hand constructor injection uses [constructor](http://javarevisited.blogspot.sg/2012/01/what-is-constructor-overloading-in-java.html) to inject dependency on any Spring managed bean.

2) Because of using setter method, setter Injection in more readable than constructor injection in Spring configuration file usually applicationContext.xml . Since setter method has name e.g. setReporotService() by reading Spring XML config file you know which dependency you are setting. While in constructor injection, since it uses index to inject dependency, its not as readable as setter injection and you need to refer either Java documentation or code to find which index corresponds to which property.

3) Another difference between setter vs constructor injection in Spring and one of the drawback of setter injection is that it does not ensures [dependency Injection](http://javarevisited.blogspot.sg/2012/03/10-object-oriented-design-principles.html). You can not guarantee that certain dependency is injected or not, which means you may have an object with incomplete dependency. On other hand constructor Injection does not allow you to construct object, until your dependencies are ready.

4) One more drawback of setter Injection is Security. By using setter injection, you can [override](http://javarevisited.blogspot.in/2011/12/method-overloading-vs-method-overriding.html) certain dependency which is not possible which is not possible with constructor injection because every time you call constructor, a new object is gets created.  
  
  
5) One of our reader Murali Mohan Reddy, pointed out one more difference between Setter and Constructor injection in Spring, where later can help, if there is a circular dependency between two object A and B.

If Object A and B are dependent each other i.e A is depends ob B and vice-versa. Spring throws ObjectCurrentlyInCreationException while creating objects of A and B bcz A object cannot be created until B is created and vice-versa. So spring can resolve circular dependencies through setter-injection. Objects constructed before setter methods invoked.

See comment section for more inputs from other readers.

## When to use Setter Injection over Constructor Injection in Spring

Setter Injection has upper hand over Constructor Injection in terms of readability. Since for configuring Spring we use [XML files](http://javarevisited.blogspot.in/2011/12/parse-xml-file-in-java-example-tutorial.html), readability is much bigger concern. Also drawback of setter Injection around ensuring mandatory dependency injected or not can be handled by configuring Spring to check dependency using "dependency-check" attribute of tag or tag. Another worth noting point to remember while comparing Setter Injection vs Constructor Injection is that, once number of dependency crossed a threshold e.g. 5 or 6 its handy manageable to passing dependency via constructor. Setter Injection is preferred choice when number of dependency to be injected is lot more than normal, if some of those arguments is optional than using [Builder design pattern](http://javarevisited.blogspot.in/2012/06/builder-design-pattern-in-java-example.html) is also a good option.

In Summary both Setter Injection and Constructor Injection has there own advantage and disadvantage. Good thing about Spring is that it doesn't restrict you to use either Setter Injection or Constructor Injection and you are free to use both of them in one Spring configuration file. Use Setter injection when number of dependency is more or you need readability. Use Constructor Injection when Object must be created with all of its dependency.  
  
  
**Further Reading on Spring Framework**

* [Spring Recipes: A Problem-Solution Approach](http://www.amazon.com/Spring-Recipes-Problem-Solution-Approach-Experts/dp/1430224991?tag=javamysqlanta-20) By Gary Mak
* [Expert Spring MVC and Web Flow](http://www.amazon.com/Expert-Spring-Flow-Experts-Voice/dp/159059584X?tag=javamysqlanta-20)  By Seth Ladd, Darren Davison, Steven Devijver,  and Colin Yates

Other **Spring tutorials** from Javarevisited Blog

* How to setup LDAP authentication in Java using Spring Security? ([solution](http://javarevisited.blogspot.in/2012/03/spring-security-example-tutorial-how-to.html" \t "_blank))
* How to limit maximum number of concurrent active session in Java web app? ([demo](http://javarevisited.blogspot.in/2012/03/spring-security-example-tutorial-how-to.html" \t "_blank))
* How to convert ArrayList to delimited String in Java using Spring? ([solution](http://javarevisited.blogspot.in/2012/08/convert-collection-to-string-in-java.html" \t "_blank))
* How to get ServletContext object in Spring controller? ([example](http://javarevisited.blogspot.sg/2012/03/how-to-get-servletcontext-in-servlet.html" \t "_blank))
* 10 example of display tag in JSP and spring ([examples](http://javarevisited.blogspot.sg/2011/09/displaytag-examples-tutorial-jsp-struts.html))
* What is default bean scope in Spring MVC framework? ([answer](http://javarevisited.blogspot.sg/2012/05/what-is-bean-scope-in-spring-mvc.html" \t "_blank))

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

<http://javarevisited.blogspot.com.by/2011/11/ldap-authentication-active-directory.html>

LDAP Active Directory Authentication in Java Spring Security Example Tutorial

**LDAP authentication** is one of the most popular authentication mechanism around the world for enterprise application and **Active directory** (an LDAP implementation by Microsoft for Windows) is another widely used ldap server. In many project we need to *authenticate against active directory using ldap* by credentials provided in login screen. Some time this simple task gets tricky because of various issues faced during implementation and integration *and no standard way of doing ldap authentication*. Java provides ldap support but in this article I will mostly talk about **spring security** because its my preferred Java framework for authentication, authorization and security related stuff. you can do same thing in Java by writing your own program for doing **LDAP search** and than **LDAP bind** but as I said its much easier and cleaner when you use spring security for LDAP authentication.

Along with LDAP Support, Spring Security also provides several other feature which is required by enterprise java application including SSL Security, encryption of passwords and session timeout facilities.

### LDAP Authentication Basics

Before getting deep into LDAP authentication on Active Directory, let's get familiar with some LDAP term because most of the time user is doing it first time and they are not very familiar with typical LDAP glossary such as Dn , Ou , Bind or search etc.

**Dn - Distinguished name**, a unique name which is used to find user in LDAP server e.g. Microsoft Active Directory.

**Ou - Organization Unit**

**Bind - LDAP Bind** is an operation in which ldap clients sends bindRequest to ldap user including username and password and if LDAP server able to find user and password correct, it allows access to ldap server.

**Search - LDAP search** is an operation which is performed to retrieve Dn of user by using some user credential.

**Root** - LDAP directory's top element, like Root of a tree.

**BaseDn** - a branch in LDAP tree which can be used as base for ldap search operation e.g. dc=Microsoft,dc=org"

If you want to know more about LDAP check this link it has detailed information on LDAP.

## LDAP Authentication Active Directory Spring

### Active Directory Authentication in Spring Security

There are two ways to implement active directory authentication using LDAP protocol in spring security, first way is **programmatic and declarative** way which requires some coding and some configuration and second way is an out of box solution from spring security which just require to configure ActireDirectoryAuthentication provider and you are done. we will see both approach but I suggest using second one because of its simplicity and easy to use feature.

### Active Directory Authentication using LDAP in Spring Security -1

**Configuration**

Add following configuration into your spring application-context.xml file, I would suggest to put this configuration in a separate **application-context-security.xml** file along with other security related stuff.

**1) Configuring LDAP Server**

<s:ldap-server url="ldap://stockmarket.com"   **//ldap url**

port="389"                              //ldap port

manager-dn="serviceAcctount@sotckmarket.com" //manager username

manager-password="AD83DgsSe"/>             //manager password

This configuration is self explanatory but briefly few lines about manager-dn and password, **Ldap authentication on active directory** or any other ldap directory is performed in two steps first an LDAP search is performed to locate Dn(Distinguised Name) of user and than this Dn is used to perform LDAP Bind , if bind is successful than usre authentication is successful other wise it fails. Some people **prefer remote compare of password  than LDAP bind**, but LDAP bind is what you mostly end of doing. most of Active directory doesn't allow Anonymous Search operation , so to **perform an ldap search** your service must have an LDAP account which is what we have provided here in manager-dn and manager-password.

In Summary now LDAP login will be done on these step

1) Your Service or application bind itself with LDAP using manager-dn and manager-password.

2) LDAP search for user to find UserDn

3) LDAP bind using UserDn

**2) Configuring LDAP Authentication Provider**

<s:authentication-manager erase-credentials="true">

<s:ldap-authentication-provider

user-search-base="dc=stockmarketindia,dc=trader"

user-search-filter="userPrincipalName={0}"

/>

<s:authentication-provider ref="springOutOfBoxActiveDirecotryAuthenticationProvider"/>

</s:authentication-manager>

This section specifies various **authentication provider in spring-security** here you can see your LDAP authentication provider and we are using **userPrincipalName** to search user inside Microsoft Active directory.

Now small piece of coding to pass userPrincipalName and authenticate user.

public boolean login(String username, String password) {

AndFilter filter = new AndFilter();

ldapTemplate.setIgnorePartialResultException(true); **// Active Directory doesn’t transparently handle referrals. This fixes that.**

filter.and(new EqualsFilter("userPrincipalName", username));

return ldapTemplate.authenticate("dc=stockmarketindia,dc=trader", filter.toString(), password);

}

line 2 is very important in this program because I spent whole day figuring out when my application was repeatedly throwing **javax.naming.PartialResultException: Unprocessed Continuation Reference(s)**

you can also use **sAMAccountName** for searching user, *both userPrincipalName and sAMAccountName are unique in Active directory*. What is important here is that it has to be full name e.g. name@domain like [jimmy@stockmarket.com](mailto:jimmy@stockmarket.com).

authenticate() method will return true or false based on result of bind operation.

### Active Directory Authentication using LDAP in Spring Security - 2

Second approach is much simpler and cleaner because it comes out of box , you just need to configure ldap server url and domain name and it will work like cream.

<s:authentication-manager erase-credentials="true">

<s:authentication-provider ref="ldapActiveDirectoryAuthProvider"/>

</s:authentication-manager>

<bean id="ldapActiveDirectoryAuthProvider" class="org.springframework.security.ldap.authentication.ad.ActiveDirectoryLdapAuthenticationProvider">

<constructor-arg value="stockmarket.com" />  **//your domain**

<constructor-arg value="ldap://stockmarket.com/" />  **//ldap url**

</bean>

Done. This configuration will both authenticate and load all the granted authority from LDAP like group which you are member of. This is integrated with spring security login element also.

**Dependency**

This example is based on spring security 3.0 and I was using spring-ldap-1.3.1.RELEASE-all.jar and spring-security-ldap-3.1.0.RC3.jar

**Errors during LDAP authentication**

you need to be very lucky to complete LDAP authentication against Active directory without any error or exception, here I am listing down some common error which I encountered and there solution for quick reference.

**1) javax.naming.PartialResultException: Unprocessed Continuation Reference(s); remaining name 'dc=company,dc=com'**

This error comes because Microsoft Active Directory doesn't handle referrals properly and to fix this set this property

ldapTemplate.setIgnorePartialResultException(true);

**2) javax.naming.NameNotFoundException: [LDAP: error code 32 - No Such Object]; remaining name ''**

This error solved with some trial and error and mainly came **due to invalid format of username**. it solved by providing full name e.g. jemmy@stockmarket.com

**Tools**

**LDAP Browser**: Having some tools to look data inside LDAP directory is best it gives you some visibility as well as means to browse data in LDAP. it's called as LDAP browser and there are lot of open source LDAP browser available in web e.g. jexplorer. you can browse and see data inside

Active directory by using LDAP browser.

### Ldap Active directory Authentication over SSL

This works perfectly to implement ldap authentication against microsoft active directory. but one thing you might want to put attention is that with ldap username and password travel to ldap server as clear text and anyone who has access to ldap traffic can sniff user credential so its not safe. one solution is to use ldaps( LDAP over ssl) protocol which will encrypt the traffic travels between ldap client and server. this is easy to do in spring-security what you need to change is the url instead of "**ldap://stockmarket.com/**" you need ot use ""**ldaps://stockmarket.com/**". actually **port for ldap is 339** and for **ldaps is 636** but that's been taken care by spring in second approach, in first approach you need to provide this information.

What problem you may face is **"unable to find valid certification path to requested target"**

exception  as shown below:

javax.net.ssl.SSLHandshakeException:

sun.security.validator.ValidatorException: PKIX path building failed:

sun.security.provider.certpath.SunCertPathBuilderException: unable to find valid certification path to requested target

Reason of this Exception is simple, **Certificate returns during SSL handshake is not signed by any trustsed Certification Authority(CA) which is configured in you JRE keysotre** e.g Verisign, Thwate, goDaddy or entrust etc. Instead Server is sending certificate which is not known to JRE.

To solve this problem you need to add certificates returned by Server into JRE's keystore.

**What I did to solve the problem**

Nothing surprising , I use an open source program called **InstallCert.java** , just run with your ldap server and port and it will try to connect LDAP server using SSL and first throw same "PKIX path building failed" and then Certificates returned by LDAP server. It will then ask you to add Certificate into keystore just give certificate number as appeared in your screen and it will then add those certificate into "**jssecacerts**" inside **C:\Program Files\Java\jdk1.6.0\jre\lib\security** folder. Now re-run the program that error must be disappeared and

it will print:

"Loading KeyStore jssecacerts...

Opening connection to stockmarket.com:636...

Starting SSL handshake...

No errors, certificate is already trusted

you are done, now if you try authenticating against ldaps you will be succeed.

There are many other approach to perform **ldap authentication against active directory** even without spring security by using Java. but I found spring-security very helpful so consider using it for your security requirement. let me know if you face any issue during ldap login and I will try my best to help you.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

1) What is Spring IOC Container ?

Spring IOC container is an implementation of Dependency Injection design pattern provided by Spring framework. Instead of creating objects in application code using new() keyword, we use ApplicationContext.getBean("nameOfBean") to get reference of Objects. Spring framework creates objects, manages object and set the dependency automatically so that you can get Object in proper state

2) Does Singleton from Spring Container is thread safe?  
3) Why Spring MVC is better than Struts?  
4) What is Spring Integration?  
5) How to call remote method by RMI using Spring  
6) What scheduling feature Spring framework provides?  
7) How do you make a Singleton bean to lazy load in ApplicationContext which loads all Singleton beans eagerly during startup?  
8) Does Spring Security part of Spring framework?  
9) How to configure Spring using Annotation  
10) Which version of Spring have you used recently and what is difference you observed from previous spring version.

What is benefit of using JdbcTemplate ? Why should you use JdbcTemplate in Spring ?  
How do you handle SQLException in Spring?  
How to you setup JDBC connection pool in Spring etc.  
interview questions from JDBC in Spring is not that many, but you should be familiar with JdbcTemplate.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

How would you inject a prototype bean into a singleton bean from a method?   
  
I answered that I would create the prototype bean using the application context giving the bean id inside the method of the singleton class.   
But apparently there is another way of doing this:  
1. Use element when creating the Singleton class  
2. using the element when creating the Prototype class.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*